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Abstract
Patterns have shown to be an effective means of capturing and communicating software design ex-
perience. However, there is more to patterns than software design patterns: We believe that patterns
work for software development on several levels. In this paper we explore what we have come to
understand as crucial aspects of the pattern concept, relate patterns to the different models built dur-
ing software design, discuss pattern forms and how we think that patterns can form larger wholes
like pattern handbooks.

1 Introduction
Design patterns have become a hotly discussed topic in software development. We and many other researchers
have been using and experimenting with patterns over the last years. We have applied patterns and observed
their usage within software development. We have used and seen several definitions of patterns, and we have
experimented with pattern forms. The emerging literature shows a flourishing and fruitful diversity of pattern
definitions, forms and applications. But still the question remains, if and to what extend patterns will become an
established concept.

In this paper, we summarize our experiences. We present what we perceive to be crucial characteristics of a pat-
tern and we argue that it is important to distinguish between different pattern types so that they can be related
properly to the main models built during software development. We then analyze different pattern forms used to
describe and present patterns based on their intended use. In closing, we propose the integration of patterns into
what in our opinion should be a pattern handbook.

We present work on patterns in a survey style. Our own experience is based on the development of interactive
software systems both in a research and in an industrial setting (B�umer et al., 1996). It has been consolidated as
a coherent approach called the Tools and Materials Metaphor. We use patterns from this approach (Riehle &
Z�llighoven, 1995) and from the seminal work of Gamma et al. (1995) to illustrate the arising issues.

Section 2 presents definitions of the term pattern and discusses different aspects which we perceive to be impor-
tant. Section 3 distinguishes between different pattern types and relates them to the models built during software
development. Section 4 discusses pattern presentation forms. Section 5 discusses our experiences when dealing
with pattern sets and how we order them. Section 6 reflects about presenting pattern sets as a larger whole, that
is a pattern handbook. Section 7 shortly summarizes related work and section 8 draws some conclusions to
round up the paper.

2 Pattern Definitions and Characteristics
In this section, we present our definition of the term pattern, shortly review other definitions and then discuss
properties of patterns which we consider to be relevant for software development.

2.1 Pattern definitions
What do we mean when we use the word "pattern?"

A pattern is the abstraction from a concrete form which keeps recurring in specific non-arbitrary contexts.

This definition is deliberately more general than other definitions found in the literature. Thus, it does not con-
fine our notion of pattern to software design, and it is not restricted to a specific use of patterns. The by now
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famous definition of pattern as "a solution to a recurring problem in a context" is geared towards solving prob-
lems in design. We avoid this specialization and take up this issue in section 4 where we discuss different pres-
entation forms for patterns based on their intended use.

What can be found in the literature?

Alexander1 (1979, page 247) writes: "Each pattern is a three part rule, which expresses a relation between a cer-
tain context, a problem, and a solution." He goes on to explain that a pattern is a relationship between forces
that keep recurring in a specific context and a configuration which resolves these forces. In addition, a pattern is
also a rule that explains how to create the particular configuration which resolves the forces within that context.

This "pattern as a rule" definition has been highly influential. Following Alexander, Gamma et al. (1995, page
2-3) define a pattern to be the solution to a recurring problem in a particular context, applicable not only to ar-
chitecture but to software design as well. Concrete patterns are expressed using classes and objects, but they nev-
ertheless represent solutions to problems in particular contexts. This is the most widely spread notion of pattern
today, and it has been adopted by many other researchers, for example by Beck & Johnson (1994), Schmidt
(1995) and Buschmann et al. (1996). Coplien has been very successful applying the same notion of pattern to
organizational issues arising in software development projects (Coplien, 1995; Coplien, 1996).

An alternative definition is given by Coad. He originally draws on a dictionary, defining a pattern to be "a fully
realized form, original, or model [...] for imitation" (Coad, 1992). Specializing this for object-orientation, he
defines the notion of pattern for object models as "a template of objects with stereotypical responsibilities and
interactions" (Coad et al., 1995).

2.2 Form and context
To gain a better understanding of our definition of pattern, we next elaborate what we mean by "form" and
"context." We defined the notion of pattern to be the abstraction from a recurring concrete form. What does such
a form look like?

The form of a pattern consists of a finite number of visible and distinguishable components and their relation-
ships.

Essentially, we define the notion of form through its representation as a set of interacting components and their
relationships. Thus, a pattern has both structural and dynamic properties. A component need not to be a software
component, but can be any kind of technical or non-technical entity. Definitions of specialized pattern types will
characterize more precisely which components and relationships are used.

Take an example: When analyzing an application domain we try to identify those objects of the domain which
can be interpreted as either tools or materials. These are two types of components. The relevant relationship is
that of tools working on appropriate materials. This is the pattern of the Distinction of Tools and Materials.2

A pattern is used to create, identify and compare instances of this pattern.

A pattern is first of all a mental concept derived from our experience. This experience and our reflection on it lead
us to recognize recurring patterns, which, being established as a concept of their own, guide our perception. We
then use patterns to perceive and recognize instances of patterns. Essentially, patterns only materialize through
their instances. As they restrict our perception, patterns guide our way of interacting with the world. Patterns are
relevant both in the "real world" and in software design.

Back to our example, the pattern of the Distinction of Tools and Materials helps us to recognize concrete in-
stances of it. So a pencil is seen as a tool used to fill in a form as its material. Using the form of the pattern as a
template helps us to identify and compare concrete instances of it. In this way, the pattern serves as an analysis
pattern for interpreting and understanding an application domain.

A pattern can also be used to create instances of it. In software design, the general distinction between tools and
materials serves as a (high-level) software design pattern which will lead to a software architecture where tool
objects work on material objects. It is important to realize that we thus can closely link application domain con-
cepts to software architecture. The architectures of the systems we build (B�rkle et al., 1995; Riehle et al., 1996)
heavily make use of this pattern.

                                                

1 Christopher Alexander is the architect who has explored the concept of pattern in the domain of architec-
ture. His work has had a strong influence on work on patterns in computer science. This can be seen from
the name of the premier conference of the field, called "Pattern Languages of Programming." Alexander
coined the term pattern language (Alexander, 1979).

2 The notion of tool or of material itself is not of a pattern but of a metaphorical nature. These terms were
originally borrowed from handcrafts and philosophical reflection on it (Budde & Z�llighoven, 1992).
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Pattern instances appear only in specific contexts which raise and constrain the forces that give birth to the
concrete form.

A pattern is a form that appears in a context. The relevance of this distinction can be illustrated by drawings of
MC Escher or others used in psychology, where the perception of what is the context is needed to establish the
form in the "foreground." Pattern and context are complementary: A context constrains the pattern and gives
birth to its form while the form fits only into certain contexts. Changing the context will change the form and
changing the form has to go hand in hand with changing the context.

Both form and context of a pattern are abstractions derived from our concrete experiences. Applying a pattern
means bringing it into a new concrete context of use. The forces of this use context have to fit the form of the
pattern. Otherwise we have a mismatch leading to potentially costly adaptation work.

The context for the pattern of tool and material distinction is expert human work. Tools are designed to offer
great flexibility and ease of use for coping with the tasks at hand while all the necessary materials have to be
there to produce the desired outcome of work.

The form of a pattern is finite, but the form of its instances need not to be finite. The context is potentially
infinite.

The form describing a pattern consists of a finite number of components and relationships. A concrete instance,
however, may have an open number of components which are defined recursively and created on demand. An
example is the Chain of Responsibility pattern (Gamma et al., 1995) which consists of the roles Client, Handler
and Successor. The pattern form is finite, while concrete instances may lead to a chain of successors of arbitrary
length.

In addition, the context is potentially infinite, which means that in the general case the relevant constraints and
forces driving the form cannot be described in a finite list. This result is relevant to formal approaches of apply-
ing patterns. A method or a tool which claims to determine the right pattern given some finite input, that is a
set of forces or requirements, has to prove in advance why the context of the pattern can be described sufficiently
well by this input so that it is possible to make such a decision.

We think that it is possible in many situations to pragmatically enumerate the relevant forces based on our expe-
rience and omit what we understand to be less relevant forces. The choice, however, is never deterministic then.

As a consequence, a pattern can only be understood and properly used with respect to the background of expe-
rience and reflection in the domain of its context.

Patterns emerge from experience and can only be applied based on proper experience. This is a consequence of
the context being infinite and informal in general, since every description of the context lists only what the
originator of the pattern perceives as being relevant. This can be of great help for the beginner with little experi-
ence. But he or she will be in trouble if the pattern is applied in a new context which was not foreseen by its
originator. Transferring patterns to a new context requires experience and insight into both its original and the
new context.

As another consequence, the form describing a pattern can be formalized, but not its context.

It is obvious, that patterns as a finite form can be described in a crisp way (we will come to that in section 4). It
can be expected that proper formalizations of patterns will be found. Early work on this topic has been carried
out, for example, under the label of behavioral specification (Helm et al., 1990). Recent formalizations which
have been successfully applied to patterns include the work of Lieberherr et al. (1994).

The context cannot be completely formalized since it is infinite and therefore largely informal.

A pattern should be presented in a way that it can be understood and properly used by others in their work
and professional language.

Even if one does not restrict the meaning of the term pattern to software design, the use aspect of pattern is rele-
vant. We argue that a pattern should be useful for improving its originator's work. But a pattern shows its poten-
tial only when it has been accepted and (re-) used by others in the profession. Then, it has been proven as an
abstractable form for dealing with similar problems in recurring contexts. And only then, patterns can enter the
professional language as terms.

2.3 Consolidated example
As mentioned, the central pattern our approach is the Distinction of Tools and Materials. This pattern says:
"When looking at an application domain for developing a software system, separate tools from materials and
analyze the ways tools are used to work on materials." Figure 1 illustrates some typical tools and materials in
the office domain.
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Figure 1: An exemplary collection of tools and materials in the office domain. Typical materials
are shown on the left and tools are shown on the right.

The static structure of this pattern consists of two main components, tools and materials, and one relationship
between them, the work task. Dynamically, we use a tool to work on a material. The tool presents the material
we are working on, with the focus on the current work task, thereby highlighting certain properties of a material
and ignoring others.

We find this pattern recurring frequently in office work and workshop-like settings, where people apply tools as
means of work on materials to produce some result in order to fulfill their work tasks. Thus, we identify in-
stances of this pattern when a bank representative uses a form sheet (a material) and a specialized calculator (a
tool) while consulting a customer in order to sell potential loans (the result). Another example might be an elec-
tronic phone (the tool) in a telephony system which is applied to a phone list (a material) in order to ring up
customers for introducing a new product (the result). So, this pattern helps to solve one of the main problems of
software design, namely to identify those objects which are relevant to the system (cf. Jacobson et al. (1992)).

The context of this pattern are work situations that require skills and knowledge to perform the tasks at hand. It
works best, when a high level of flexibility and ease of handling is required. Since tools are geared towards indi-
vidual work styles and habits in changing work situations, this pattern does not fit well for routine and highly
standardized work. This type of context has forces which call for different patterns, like that of an automaton
working on materials.

The Distinction of Tools and Materials pattern is not only found in many application domains but is familiar to
software developers as well. Developers usually use a large number of tools, for example browsers, text retrievers
or cross referencers, to work on their materials, for example source code or its higher level representations. Other
examples are project editors (tools) with project configurations (materials) or debuggers (tools) with running or
halted software systems (materials).

Patterns like the Distinction of Tools and Materials are more than a guide in analyzing an application domain or
a construction aid when designing software. They have entered the language of our software teams and are the
terms we use when describing and discussing software designs (cf. Schmidt (1995)). So, patterns have become
part of the project culture, and a new developer joining the team has to assimilate these terms and the concepts
behind them to arrive at a level of understanding where he or she can actively use and revise these patterns.
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3  Patterns and Models
Having presented our basic understanding of the concept of pattern, we will now explore its variants and show
how they relate to the different models built during software development.

Software engineering distinguishes between three main models: an application domain model, a software design
model and an implementation model, the last two being abbreviated as software design and implementation.

We think that it is a great advantage to relate different types of patterns to each of these models. These pattern
types are defined in terms of the more abstract definition given above, so they share its properties.

3.1 Conceptual patterns
In order to design something useful, we need a conceptual model of the application domain that evolves with our
system (Jackson, 1983; Greenspan et al., 1994). Such an application domain model doesn't have to be formal,
rather it has to be understandable by all parties concerned. Usually, it consists of a set of related descriptions
based on the concepts and terms of the application domain, comprising the different viewpoints of the various
groups involved in the software development process. Thus, a conceptual model should use the language of the
application domain. As viewpoints are always related to personal beliefs and values, these models cannot be
proved correct in a formal way. They have to be comprehensive and are subject to discussions and negotiations
about what is and what should be developed. So, the right choice of patterns should relate the language used in
an application domain to the terms and elements used in the conceptual model of this application domain. We
call this type of pattern a conceptual pattern:

A conceptual pattern3 is a pattern whose form is described by means of the terms and concepts from an appli-
cation domain.

Conceptual patterns guide our perception of an application domain. They help us to understand the domain and
the tasks at hand. Additionally, they provide the concepts and language to discuss our understanding of the ap-
plication domain with experts and potential users. We envision future systems and situations of work by men-
tally constructing them using the conceptual patterns.

Thus, conceptual patterns comprise both a kind of world view and a guideline for perceiving, interpreting and
changing the world.

This link between the "real world" and the conceptual model can be strengthened. So, it is important not just to
use terms of the application domain's language but to carefully select metaphors. These metaphors, as under-
standable "mental pictures", are supportive when taking the step from the situation at hand to the design of the
future system (Carol et al., 1988). Linking metaphors like tool and material to patterns like the Distinction of
Tools and Materials helps to bridge the gap between application domain and software design. Therefore:

Conceptual patterns should be based on metaphors rooted in the application domain.

Conceptual patterns don't serve a general purpose Ð they don't fit any conceivable context. We always have to
find the balance between too abstract and too specialized patterns and contexts. If a pattern is too abstract, it is
too general to really guide analysis and design. So, "active collaborating object" may be a pattern and even a
metaphor, but it is too general to be useful. On the other hand, a very specific pattern might not be used beyond
a single project and therefore will not become part of everyday practice and a development culture. The Distinc-
tion of Tools and Materials pattern is on the right level of abstraction for workplace computing, but according to
our experience it is not useful for real time software. Therefore:

Conceptual patterns should be geared towards a restricted application domain .

Doing so, they have to be on the right level abstraction striking the balance between being too generic and too
concrete. In this respect, the Distinction of Tools and Materials pattern can be compared with other conceptual
patterns and metaphors like agents or media (CACM, 1994).

3.2 Design patterns
Looking at the activities related to the technical design of a system, we need a model which relates to the con-
ceptual models of the application domain but takes into account the need for reformulating this conceptual model
in terms of the formal restrictions of a software system. This is the traditional software design model. It is geared
towards software construction:

                                                

3 Conceptual patterns have originally been called "Interpretations- und Gestaltungsmuster" (interpretation
and high-level design patterns) in Riehle (1995). For reasons of brevity this has been shortened to concep-
tual pattern.
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A design pattern is a pattern whose form is described by means of software design constructs, for example
objects, classes, inheritance, aggregation and use-relationship.

We use software design patterns to build and understand a software design model. A design pattern describes the
structure and dynamics of its components and clarifies their interplay and responsibilities. This definition ad-
dresses the whole scale of software design ranging from software architecture issues (IEEE, 1995) to so-called
micro architectures (Gamma et al., 1993). Here, we see a close connection between design patterns and frame-
works. A framework should incorporate and instantiate design patterns, in order to "enforce" the reuse of designs
in a constructive way (Beck & Johnson, 1994).

We think that it is important to have as little semantic difference between the conceptual model and the software
design model as possible, at least for the application-related "core" of the design model. This leads to the follow-
ing rationale of software design models:

Design patterns should fit or complement the conceptual space opened by the conceptual patterns.

Software design is facilitated considerably, if design patterns can be related to the conceptual patterns used to
describe the application domain model, that is if they help to realize the conceptual patterns and metaphors on
the concrete design level.

3.3 Programming patterns
In constructing the software system, we bring together the application domain with the software design model.
This results in a system implementation, the third relevant model. Implementations are technical artifacts which
run as a formalism on a computer and can be utilized as an application supporting its users. Programming lan-
guages provide the notation for this model. On this level, we find a third type of pattern:

A programming pattern is a pattern whose form is described by means of programming language constructs.

We use these patterns to implement a software design. It is based on programming experience. Programming
patterns vary among programming cultures (cf. Coplien's idioms (1992)). An example of an implementation
pattern is the well-known C style loop

for (i=0; i<max; i++) {...}

found in almost every C program.

It is important to realize that even on this rather low technical level there is something like programming cul-
tures and styles. It goes beyond the scope of this paper to detail this discussion. As an example take the pattern
of Procedure/Function/Predicate interface design for classes as proposed by Meyer (1988). This conforms to a
specific view of designing software called Design by Contract (Meyer, 1991).

3.4 Model and pattern interrelationships
All three types of patterns should be brought together in a coherent approach. This means first of all linking the
right type of pattern to the respective model: We carry out application domain analysis and high-level system
design using conceptual patterns. We develop software designs using design patterns. And we implement soft-
ware systems using programming patterns.

The models are related to each other via their patterns: Conceptual patterns are a high-level view that has to be
substantiated in any actual design through the use of design patterns. Design patterns have to fit the context set
up by the conceptual patterns. In Riehle & Z�llighoven (1995) we presented the conceptual patterns of the Tools
and Materials Metaphor approach and supplemented them with several software design patterns that make the
conceptual patterns concrete in every software design.

The relationship between conceptual patterns and software design patterns can again be illustrated using the con-
ceptual pattern of the Distinction of Tools and Materials. On a software design level, it directly leads to the de-
sign pattern of Tool and Material Coupling as illustrated in figure 2: A tool object is coupled with a material
object via an aspect class. An aspect class represents a specific way to work on a material and expresses this
through behavior and abstract state declared in a class interface. It should be derived from the intended work
tasks. A material class inherits from all those aspect classes that capture the possible ways of working on this
material.
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Aspect4
(e.g. OLAPable)

Aspect3
(e.g. S torable)

Material
(e.g. Form)

Aspect2
(e.g. FormPrintabl e)

Tool
(e.g. FormEditor)

Aspect1
(e.g. FormEditable)

tool level
(means of work)

aspect level
(work tasks)

material level
(objects of work)

Figure 2: An example for the application of the software design pattern Tool and Material Cou-
pling. A FormEditor tool works on a Form material using one or more aspect classes offered by
the material.

4 Pattern Description Forms
Hoare once remarked that every abstraction needs a notation to give it a form (Hoare, 1972). This holds for true
for patterns as well. Most researchers seem to agree that patterns should be presented in a structured form. This
is what Alexander et al. (1977) did and what is apparent in Gamma et al. (1995) and Coplien & Schmidt
(1995). Thus, we have tested and analyzed several pattern forms.

The most important result is that the best way to describe a pattern depends on the intended usage of the pattern.
This may not be surprising at first, but it is a conclusion that does not seem to have drawn much attention to it
yet. From the literature and our work, three pattern forms stand out.

4.1 The Alexandrian form
In Coplien & Schmidt (1995) we and many other researchers chose a form of presentation which consists of at
least the three sections Problem, Context and Solution. The Problem section describes concisely the problem at
hand, the Context section describes the situations in which the problem occurs as well as the arising forces and
constraints for a possible solution, and the Solution section describes how to resolve the forces within that con-
text.

The intended use of this pattern form is to guide users to generate solutions for the described problems.

We follow Berczuk (1994) in calling this the Alexandrian form, since it is the basic form proposed by Alexander
et al. (1979). Characteristic for this description form is its generativity. The solution section is usually written
in such a way that it guides the actual instantiation of the pattern for concrete problem solutions. For example,
Buschmann et al. (1996) present explicit step by step instructions for implementing their patterns.

Beck & Johnson (1994) write "that patterns can be used to derive architectures much as a mathematical theorem
can be proved from a set of axioms." They demonstrate this generative power to motivate and explain the archi-
tecture of HotDraw, a graphical editor framework, and show how the patterns help them doing so.

4.2 The Design Pattern Catalog form
Gamma et al. (1995) use a structured form for presenting design patterns. They use a template which has been
tailored to the description of object-oriented software design patterns.

The template consists of a number of sections, each one describing a certain aspect of the overall pattern. Most of
the attention is paid to describing the structure of the pattern, both static and dynamic aspects, and the various
ways of using it. The structure and its dynamics are what we have called the form of a pattern. The motivation,
applicability and consequences sections try to capture the context of the pattern.
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The intended use of this pattern form is also to help users create solutions to problems. This time, however,
they focus less on when to apply the pattern but more on the actual structure and dynamics of the pattern it-
self.

Thus, this pattern form is more descriptive rather than generative. However, as Beck & Johnson (1994) point
out, the patterns from Gamma et al. (1995) could be easily rewritten to be more generative. This ultimately
makes clear that the pattern form is to be distinguished from the pattern itself. Rather it is subject to the intended
use of the pattern.

We have found the Design Pattern Catalog template to be an excellent choice for presenting object-oriented de-
sign patterns which are well understood and can stand on their own. It covers all relevant issues we have come
to think about. It strikes a good balance between the rather general pattern/context form discussed below, and the
more specialized Alexandrian form.

Though Gamma et al. think of their patterns as solutions to problems in design, it has not lead them to use the
Alexandrian form. Their structure and dynamics sections are presented in such a way that their pattern descrip-
tion can be used both to create concrete instance of the pattern as well as to recognize the patterns in existing
systems.

4.3 A general form
Based on the considerations of section 2, we have experimented with a rather general pattern form which consists
of the two sections Context and Pattern. The Context section describes the context, constraints and forces that
give birth to the pattern. The pattern itself is described in the Pattern section, which presents the form the pattern
takes on in the discussed context.4 Riehle (1996) is a good example of the application of this form.

The intended use of this description form is to discuss the structure and dynamics of the recurring form and its
context without promoting a specific way of using the pattern.

This rather general description form is based on our understanding of patterns as finite forms that emerge in spe-
cific contexts, so we separate context and form and view it as a duality rather than a single entity. This form has
no generative power per se, but can be used for different purposes. It can be used to create instances of the pattern,
or it can be used as a template to match and recognize instances of the pattern in existing systems, or it can be
used to compare similar patterns, etc.

This general applicability comes with a price: Since the pattern description tries to abstain from a particular use
of the pattern, it is less useful for a specific application than a pattern described in a way to support a particular
use. We therefore supplement the general description form with additional sections that discuss how to use the
pattern for a particular purpose. Riehle (1996), for example, supplements the general form with sections on de-
sign and implementation to let developers apply the patterns more easily as solutions to recurring problems.

4.4 Comparison and discussion
We believe that the pattern/context pair form is suitable for pattern descriptions in general. If the descriptions are
to support a specific pattern use, they have to be supplemented with additional sections discussing this applica-
tion.

If a particular way of using or applying the pattern is to be emphasized, more specific forms might be preferable.
The Design Pattern Catalog form, for example, is well suited to describe object-oriented software design pat-
terns, without overly emphasizing the generative potential of patterns.

We do not claim that one form is superior over the other, rather, that they have different intents. The Design
Pattern Catalog form may be the first choice for object-oriented software design patterns of general applicability,
the Alexandrian form may best be suited for matching problem situations and describing how to solve them, and
the pattern/context pair form may be the form of choice for general presentations in which a pattern description
core is to be adapted to different use situations.

5 Pattern Sets
We now have to go beyond single patterns and focus on possibly large collections of patterns. The aim here is
twofold: On the one hand we need to structure these large collections in order to ease their understanding and
usability. On the other hand we want to restrict the design space for the various types of software systems (cf.
Jackson (1994)).

                                                

4 We could have called the Pattern section Form section as well.
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This section addresses ordering and presentation of patterns into sets. It introduces the notion of background
from which patterns emerge. The background is captured by what we call a leitmotif, that is a shared vision in-
corporating the views, believes and values of software developers that shape a software system as a whole.

5.1 Ordering patterns
Mature patterns are not isolated but relate to other patterns. This relationship may either be an embedding or an
interaction. So we need to find ordering schemes and relations to arrange and describe sets of related patterns.

Each pattern is always to be viewed within its context. While the description of the context should be kept to-
gether with the description of the pattern, it is not part of the pattern itself. Pattern and context are complemen-
tary. In order to understand such a pattern/context pair, we need to understand the range of its applicability,
which is another context. Again, this context may be captured by another more coarse-grained or more abstract
pattern. A hierarchy of pattern/context pairs emerges that can be presented as a directed graph.

Thus, we order patterns as nodes of a directed graph. For textual presentation, we linearize the graph breadth
first. Each pattern/context pair is preceded by all pattern/context pairs that are needed to understand it.

We don't demand to avoid cyclic pattern relationships. In fact, very often cyclic descriptions of terms are a help-
ful means for understanding complex situations. We solve resulting ambiguities pragmatically by forward refer-
ences.

The ordering relationship between two patterns is based on the relationship of the contexts of each pattern. If one
of the contexts comprises the other and can be understood as embedding it, or if it is needed to understand the
other context, than it has to precede it in the graph.

Here the three levels of patterns come into play again. Conceptual patterns provide the background and motiva-
tion for the respective design patterns which in turn provide the context for programming patterns. Therefore:

Conceptual patterns logically precede design patterns which logically precede programming patterns.

Figure 3 shows an excerpt of such an ordering for some of the patterns for the Tools and Materials Metaphor.

Work Place for Skilled Human Work

Tool Material

Tool Composition
Separation of

Interaction and Functionality

Tool and Material Coupling

Distinction of Tools and Materials

Figure 3: The conceptual pattern Distinction of Tools and Materials relies on the metaphors tool
and material. The conceptual patterns provide the context in which to interpret the design patterns
Tool and Material Coupling, Tool Composition and Separation of Interaction and Functionality
(Riehle & Z�llighoven, 1995). The patterns are to be seen in front of the overall background of a
work place enabling skilled human work.

5.2 Pattern background
When ordering patterns, we have to identify the first pattern/context pair that embeds all the following patterns.
But what about the context of this first pattern/context pair? How can we describe the overall context that lets us
understand the entire pattern set? Here we have reached the notorious point of systems theory where we are obvi-
ously heading towards an infinite regression of embedding contexts. Thus, we avoid a "first pattern" approach
but lay open the general background of the patterns. This background as the initial step into a set of possibly
formal pattern descriptions cannot be formal itself.

Patterns can only be communicated and understood sufficiently well if authors and readers share a common
background in the relevant domains. Every set of patterns addresses a particular domain and thus its impact
and usability will only be understood by those with both sufficient knowledge and experience in this domain.
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This does not mean, however, that patterns can only be understood by those who have had the same experiences
and level of training or skills as their originators. A successful vehicle for addressing this part of the background
are case studies as in (Gamma et al., 1995) or a first separate pattern introducing the application domain as in
(Johnson, 1992).5

The background is presented as an introductory text to the patterns. It describes the problem domain, the main
objectives of the patterns, and it tries to make explicit what has shaped the patterns and their contexts on an
overall scale.

The background is formed by the cultural, social and individual history, experiences and knowledge of people
who establish and work with patterns in their contexts. It cannot be formalized or fully described, but it has to
be shared to some degree in order to establish a mutual understanding and a shared practice.

5.3 Leitmotif for software development
Software is developed by people. Though often ignored, this means that personal beliefs and values are driving
forces for application design. This holds true in general but particularly for the design of interactive software sys-
tems. What are the "real requirements?" Do we want to design software to automate work or to empower human
qualifications and skilled work? Do we see computers as "systems" or "machines" or do we view them as
"tools" or "media" (Maa§ & Oberquelle, 1992)?

These questions have a significant impact on the form and content of a set of patterns. Thus, we feel that it is
important to make underlying assumptions and values explicit. Once these aspects have been laid open, they can
be made subject to discussions by the parties concerned.

This "world view" underlying software development can be made explicit by what we call a leitmotif:

A leitmotif is a general principle that guides software development. It is the "broad picture" which can evoke a
vision of the future system. It makes the underlying beliefs and values explicit that drive software design as a
whole.

Our leitmotif, as has been mentioned, is the well equipped workplace for qualified human work at which experts
carry out their work and take over the responsibility for it. This leitmotif is the crucial part of our background
and the key to understanding the patterns we use.

The leitmotif already addresses or relates to the conceptual patterns. They detail and explain what type of soft-
ware we have in mind when we talk about work places for expert human work.

6 Towards a Pattern Handbook
By now we have discussed the notion of pattern and how to relate it to other patterns and its context. We have
identified three general pattern types, each of them linked to the main models needed in software development.
Then, we have argued that patterns are best understood if their background is made explicit. On the overall sys-
tem design scale, this lead us to the identification and use of a leitmotif.

If we want to use patterns as central building blocks for the different models, we need a means to coherently inte-
grate and present the background, leitmotif, patterns and metaphors. To achieve this integration, three major
terms have been proposed: pattern languages (Alexander et al., 1977; Coplien & Schmidt, 1995), pattern cata-
logs (Gamma et al., 1995), and pattern systems (Buschmann et al., 1996; Schmidt, 1996).

We avoid the notion of pattern language, since we think that our pattern sets are neither used in a linguistic nor
in a computer science sense of the term language.6 Neither does the notion of pattern system seem to be appro-
priate, since it is not clear to us how a system of patterns relates to the notion of system as defined in systems'
theory. Pattern catalogs, finally, are more a loosely coupled collection of patterns than the coherent set of patterns
guided by a leitmotif which we are thinking of.

We therefore propose to (re-)use the notion of handbook (Anderson, 1993), being defined as a handy work of
print that concisely summarizes the relevant concepts from a domain.7

                                                

5 We think that Johnson's "first pattern" isn't a pattern but what we're calling background here.

6 From the discussions at the last Pattern Languages of Programming conference we got the impression that
despite the conference's title our reluctance to use this term is shared by many other researchers in this
domain.

7 Derived from (Brockhaus & Wahrig, 1981).
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The term that sticks out of this definition is "domain." Obviously, there is a need to focus on a domain when
writing a software engineer's pattern handbook. This is in line with (Jackson, 1994): A handbook has to provide
the conceptual framework for guiding the developer in making crucial design decisions about the kind of com-
puter support and automation in a specific application domain. Taking into consideration what we have said
about patterns and their contexts, developers first of all have to acquire sufficient knowledge in the domains that
may effect the development of the system. Then, a pattern handbook can link patterns to domain knowledge,
standard software solutions and architectures useful in that domain.

Such a pattern handbook for software development might consist of the following sections:

¥ An introduction and overview that presents the leitmotif as well as the background needed to understand the
patterns.

¥ An outline of the characteristics of the respective application domain, like typical workplaces with their ob-
jects and means of work, types of cooperation and communication or standard problems and their solutions.

¥ A section on an appropriate development strategy which, in our case, considers issues like evolutionary
software development with prototypes and participatory design (Floyd & Gryczan, 1992; Budde et al.,
1992; CACM, 1993).

¥ A structured pattern set starting with conceptual patterns that are followed by software design patterns which
are finally complemented by programming patterns (depending on the level of detail appropriate).

First steps towards this handbook have been taken in (Riehle & Z�llighoven, 1995), where we still called it a
pattern language, and in (Riehle, 1995) where we first thought about the notion of handbook in the pattern con-
text.

7 Related Work
The most wide-spread notion of pattern today is the one given by Gamma et al. (1995) which is based on Alex-
ander (1979) as discussed in section 2. In addition, Coad presents a more general definition (1995). Our own
definition presented in section 2 is also closer to the dictionary than Alexander's original notion.

Pattern forms abound, as is apparent from the Pattern Languages of Programming conference series. The main
variants are the Alexandrian form (Alexander et al., 1977) and the template used in the design pattern catalog
(Gamma et al., 1995).

There isn't much work on formalizing design patterns yet. A precursor to patterns is the work of Helm et al.
(1990) on Contracts which are specifications of behavioral compositions. Lieberherr et al. have worked on adap-
tive programming (1994) which is based on propagation patterns that can be used to specify the design patterns
from Gamma et al. (1995). Cowan et al. (1995) have also applied their ADV approach to the formal specification
of design patterns.

There are many pattern types possible within software development. Some deal with analysis and design activi-
ties (Kerth, 1995; Whitenack, 1995), some deal with organizational issues (Cain et al., 1996; Berczuk, 1996).
There are conceptual patterns (Riehle & Z�llighoven, 1995), software design patterns (Gamma et al., 1995) and
programming patterns (Coplien, 1992).

One can think of several dimensions along which to organize patterns. Gamma et al. (1995) organize their pat-
terns in two dimensions, one based on a pattern's purpose (creational, structural, behavioral) and the other one
based on its scope (object or class based). Buschmann & Meunier (1995) organize patterns along the dimensions
of granularity (architecture, software design, implementation), structural principles (abstraction, encapsulation,
separation of concerns, coupling and cohesion) and functionality (creation, communication, access, organization).
Pree (1995) finally introduces meta patterns as abstractions from the patterns in Gamma et al. (1995).

Pattern languages can be found in the Pattern Languages of Programming conference proceedings (Coplien &
Schmidt, 1995; Vlissides et al., 1996). We know of at least two pattern systems (Buschmann et al., 1996;
Schmidt, 1996). Currently, there is one pattern catalog (Gamma et al., 1995).

Today, some experience reports on using patterns in software development exist. Schmidt (1995) reports on the
use of design patterns in distributed computing projects. Beck et al. (1996) is a joint paper of several renowned
scientists and practitioners who reflect on their experience with design patterns and their impact on software de-
velopment projects. Zimmer (1995) reports about the use of design patterns to reorganize a hypermedia applica-
tion. We have recently submitted a paper discussing our experience with patterns and their embedding within
our overall approach (B�umer et al., 1996).
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8 Conclusions
In this paper we took stock of our and other researchers experiences. We discussed what we perceive as crucial
aspects of the pattern concept. We presented pattern levels and related them to the different models built during
software design, followed by a presentation of different pattern description forms currently in use. We discussed
how patterns relate with each other and can be ordered to form larger wholes. Then we introduced the notion of
background and leitmotif to supplement patterns and integrate them. Finally we argued for the need of pattern
handbooks to round up efforts of presenting large pattern sets.

We believe that the last issue, the presentation of large pattern sets, be it in the form of pattern languages, cata-
logs, systems or handbooks, will be one of the most important issues the patterns community has to deal with
in the future. We are directing our efforts to the writing of such a pattern handbook that will summarize our expe-
riences as patterns. We are convinced that it will serve us well as an aid in our projects and we will very care-
fully observe its application and impact on our software development projects.
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